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Abstract
This paper presents an implementation of a simple playlist
generator. An audio-based music similarity measure and
simple heuristics are used to create playlists given minimum
user input. The ultimate goal of this work is to conduct a
field study, i.e., to run the system on the users’ personal col-
lection and study the usage behavior over a longer period of
time. The functions include, for example, allowing the user
to control the variance of the playlists in terms of how often
the same song or songs from the same artists are repeated.

1. Introduction
Mobile audio players can store personal music collections
of 20,000 and more tracks. However, the value of such large
collections is limited by how easy it is, for example, to cre-
ate an interesting playlist. In the MIR research community
several approaches have been presented addressing this (see
e.g. [1, 2, 3, 4, 5]).

A number of commercial systems exist which create in-
teresting playlists. For example, iTunes allows the user to
create “smart playlists” which use simple rules based on
metadata and song ratings. Last.fm uses collaborative fil-
tering to create playlists of similar songs and pandora.com
uses manually annotated data. In contrast to these systems
our implementation does not require any additional infor-
mation other than the audio signals. In particular, it uses
computational models of audio-based music similarity.

In this paper we present an implementation of a simple
playlist generator (SPG) based on the work presented in [6].
The idea is to use simple heuristics to constantly improve
playlists by adjusting them to user feedback. The mini-
mum interaction scenario is that the user selects one song
and presses the play button. SPG would respond by playing
similar songs. If the user rates one or more of these songs
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this information will be used to improve future recommen-
dations.

Our implementation serves two purposes. First, it has
helped clarify the requirements of a simple playlist gener-
ator. Including, for example, the requirements of adjusting
the variance in the playlists mentioned below. Second, it al-
lows us to conduct user studies where the users can use the
tool on their own music at home. In particular, our goal is
to ask the users to keep daily notes of their experiences, and
follow up these descriptions with structured interviews.

2. Functionality
SPG uses an audio-based similarity measure, feedback pro-
vided by the user, and simple heuristics. These heuristics
search for songs similar to preferred songs and avoid songs
similar to rejected songs. The usage scenario is that the
users want to quickly create a playlist from their own music
collection.

The core functions of SPG are:
A. Very similar to pandora.com the users can manage their

own radio stations. (However, in this case a radio station
only plays songs from the user’s collection.) Each radio
station is defined by favorite and banned songs or artists.
Depending on the ratings the users make they can define
a radiostation to play what they consider to be, for ex-
ample, “wake-up music” or “Saturday day night music”.
The minimum requirement to define a new radio station
is to select one favorite song or artist. All the user’s rat-
ings can be easily accessed and modified any time.

B. A key issue is to control the variance of the songs played
on the radio station. If there is too little variance the
same songs will be repeated frequently, if there is too
much variance the songs on the playlist might not be
similar to each other. The user can control the variance
by setting the frequency with which songs and artists
are repeated. For each there are three options: rarely,
sometimes, and frequently.

C. In contrast to the work presented in [6] skipped songs,
and songs which are played, are not automatically rated.
Instead the user can easily adjust the rating of each song
in the playlist or in the edit radio station panel.



Figure 1. Screenshot of SPG running on MacOS X.

3. User Interface
Figure 1 shows a screenshot of SPG (which is implemented
in Java). The list on the right side is the current playlist
which is generated by the selected radio station. The user
can rate songs by clicking on the icons to the right of each
song. (This only has an impact on the current radio station.)
The playlist is updated by clicking on “update playlist”. On
the left side (top to bottom) are the radio station selector,
audio player controls, and controls to adjust the variance
of the playlist. The export button underneath the playlist
selector allows the users to export the current playlist to an
M3U file (and thus allows them to use their preferred audio
player).

The controls to adjust the variance allow the user to set
the number of times artists and songs are repeated to either
“rarely”, “sometimes”, or “frequently”. If, for example, the
user chooses to repeat songs rarely then SPG would rather
play a not so similar song instead of playing a previously
played song again. If the user chooses to repeat artists fre-
quently then SPG (if appropiate) might play a number of
songs by the same artist within an hour. The user can only
set the repetition frequency of artists to the maximum level
the user chose for the songs (e.g. repeating songs frequently,
but artists rarely is not a valid setting).

Not shown is the edit radio station panel where the users
can view their ratings and change the name of the radio sta-
tion. One list is shown for all rated songs, and one list for all
rated artists. New items can be added using a simple search
function. Ratings in the lists can be changed in the same
way that they are changed in the playlist.

4. Techniques
We use the audio-based music similarity measure described
as G1C in [7]. It combines spectral similarity [8] with infor-
mation from fluctuation patterns [9, 10]. To create playlists
we use the heuristic D described in [6]. Basically, songs

which are close to any of the user’s favorite songs, and far
away from banned songs are recommended. If the user dis-
likes or likes an artist then all songs from this artist (unless
they are rated individually) are treated as favorite or banned
songs.

5. Conclusions
In this paper we presented a Java implementation of a simple
playlist generator. The player implements minimum func-
tionality to support evaluation of MIR technologies (in par-
ticular audio-based music similarity measures and playlist
generation heuristics) in everyday music consumption. The
functionality includes management of radio stations and sim-
ple control of the variance in the play-lists. Future work in-
cludes conducting a user study where users install the tool
on their private collections.
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